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**Цель работы**

Целью работы является изучение метода построения кратчайших остовых деревьев графа на примере алгоритма Прима-Краскала.

**Вариант №4**

Составить схему алгоритма программы, определяющей кратчайшее остовное дерево графа с помощью алгоритма Прима-Краскала.

Создать программу, реализующую алгоритмПрима-Краскала.

Исходный граф задается в виде матрицы смежности, вводимой построчно. Программа должна вывести список ребер, входящих в кратчайшее остовное дерево.

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | Куда | | | | | | | | |
| Откуда |  | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 |
| 1 |  | 1 | 10 |  |  |  |  |  |  |
| 2 | 1 |  | 3 | 3 |  |  | 7 |  |  |
| 3 | 10 | 3 |  | 2 | 2 | 7 |  | 5 |  |
| 4 |  | 3 | 2 |  | 4 |  |  |  |  |
| 5 |  |  | 2 | 4 |  | 2 | 3 |  |  |
| 6 |  |  | 7 |  | 2 |  | 5 |  |  |
| 7 |  | 7 |  |  | 3 | 5 |  |  | 7 |
| 8 |  |  | 5 |  |  |  |  |  | 7 |
| 9 |  |  |  |  |  |  | 7 | 7 |  |
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**Текстпрограммы**

#include <iostream>

#include <vector>

#include <fstream>

#include <algorithm>

#include <time.h>

#include <chrono>

#include <set>

using namespace std;

vector< vector<int>> graph = {

{ 0, 1, 10, 0, 0, 0, 0, 0, 0 },

{ 1, 0, 3, 3, 0, 0, 7, 0, 0 },

{ 10, 3, 0, 2, 2, 7, 0, 5, 0 },

{ 0, 3, 2, 0, 4, 0, 0, 0, 0 },

{ 0, 0, 2, 4, 0, 2, 3, 0, 0 },

{ 0, 0, 7, 0, 2, 0, 5, 0, 0 },

{ 0, 7, 0, 0, 3, 5, 0, 0, 7 },

{ 0, 0, 5, 0, 0, 0, 0, 0,7 },

{ 0, 0, 0, 0, 0, 0, 7, 7, 0 }

};

set<int> SP = {}, SM = {0,1,2,3,4,5,6,7,8};

void solve ()

{

int min = numeric\_limits<int>::max();

int l, t;

for (auto i = 0; i < graph.size(); ++i)

for (auto j = i; j < graph.size(); ++j)

if (graph[i][j] < min && graph[i][j]!=0)

{

min = graph[i][j];

l = i;

t = j;

}

cout << "[" << l + 1 << ", " << t + 1 << " ]; ";

SP.insert(l); SM.erase(l);

SP.insert(t); SM.erase(t);

while (!SM.empty())

{

min = numeric\_limits<int>::max();

l = t = 0;

for (auto i:SM)

for(auto j: SP)

if (graph[i][j]<min && graph[i][j] != 0)

{

min = graph[i][j];

l = i;

t = j;

}

SP.insert(l); SM.erase(l);

cout << "[" << l+1 << ", " << t+1 << " ]; ";

}

}

int

main ()

{

auto start = chrono::steady\_clock::now ();

solve ();

auto end = chrono::steady\_clock::now ();

cout << endl

<< "Time taken in microseconds: "

<< chrono::duration\_cast < chrono::microseconds > (end - start).count ()

<< endl;

return 0;

}

**Результаты**

Пример работы программы:

![](data:image/png;base64,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)

То есть программа строит следующее остовное дерево:
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Данное дерево является минимальным, значит программа работает верно.

**Вывод**

Вданной лабораторной работе был изучен метод построения кратчайших остовных деревьев графа на примере алгоритма Прима-Краскала.